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Chapter

Evaluating a Course for Teaching Advanced Programming Concepts with Scratch to Preservice Kindergarten Teachers: A Case Study in Greece

Stamatios Papadakis and Michail Kalogiannakis

Abstract

Coding is a new literacy for the twenty-first century, and as a literacy, coding enables new ways of thinking and new ways of communicating and expressing ideas, as well as new ways of civic participation. A growing number of countries, in Europe and beyond, have established clear policies and frameworks for introducing computational thinking (CT) and computer programming to young children. In this chapter, we discuss a game-based approach to coding education for preservice kindergarten teachers using Scratch. The aim of using Scratch was to excite students’ interest and familiarize them with the basics of programming in an open-ended, project-based, and personally meaningful environment for a semester course in the Department of Preschool Education in the University of Crete. For 13 weeks, students were introduced to the main Scratch concepts and, afterward, were asked to prepare their projects. For the projects, they were required to design their own interactive stories to teach certain concepts about mathematics or physical science to preschool-age students. The results we obtained were more satisfactory than expected and, in some regards, encouraging if one considers the fact that the research participants had no prior experiences with computational thinking.
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1. Introduction

According to the twenty-first century skills framework, digital literacy is an important skill for students to develop so as the ability to encode and understand code is becoming more and more a fundamental skill to master to participate actively to our digital society and economy [14]. National and European policies acknowledge the need to equip all citizens with the necessary competences to use digital technologies critically and creatively [28, 38]. As Wing [47] states “to reading, writing, and arithmetic, we should add computational thinking to every child’s analytical ability” (p. 33). Hence, its integration throughout all educational levels, as well as the early ages, is considered valuable. Evidence shows that even children as young
as 4 years old can engage in core computational thinking skills, provided they work with a developmentally appropriate tool that supports such learning [21, 34, 42].

Yet, the introduction of computational thinking (CT) in compulsory education requires support measures to prepare teachers [9]. Teachers themselves often have no formal education in computing and cannot communicate to their students’ enthusiasm or understanding about what happens inside a computer to make it work [46]. Many primary teachers are unlikely to have the appropriate skill set to teach this new technical subject [6, 22]. Ref. [5] highlights that one of the obstacles to incorporating CT activities into the early childhood classroom is that early childhood educators have had little or no experience with technology concepts and processes. If teachers are to help young children learn CT concepts as well as STEM subjects (science, technology, engineering, and mathematics), their professional development ought to help them to explore content and teaching methods [11, 29]. This is considered important as children’s experiences of science even at primary school inform their decisions about studying science, which impacts on the supply of STEM professionals [24].

Therefore, there is a need for widespread professional development to support in-service and preservice teachers in gaining the necessary experience, technical skills, confidence, and understanding of suitable pedagogies to implement this new curriculum successfully [6]. For these reasons, CT and programming is taught in many parts of tertiary education that are not necessarily directly relevant to or focused on information technology or STEM. These faculties include pedagogical departments in which students have a first familiarity with CT and programming either for their direct educational use or to be able to produce interactive and multimedia learning materials [16]. Many researchers have already used Scratch at the university in introductory programming courses, and their experiences report on students’ high motivation and sometimes also on higher performance [25].

The rest of the paper is structured as follows: in the next section, the advantages of choosing Scratch as an introductory programming environment are outlined; the second section presents the methodology of the Scratch course employed in this article; and the third section documents the results. The final section discusses the results obtained, outlining the limitations and recommendations for future research.

2. The advantages of visual programming: Scratch

The inclusion of programming topics in the initial grades of school gives rise to debates about the best ways to teach these contents [17, 30, 32]. In recent years, new programming languages have been designed to be visually programmed without the need to learn the syntax, as it is the case with traditional languages [26]. Visual block-based programming environments are increasingly being used in introductory computer science lessons across elementary school grades. These environments, and the curricula that accompany them, are designed to be developmentally appropriate and engaging for younger learners [45]. Within these rich environments, the experience of coding can become playful and creative. They offer many opportunities for learning and personal growth, exploration, and mastery of new skills and ways of thinking [8]. Block programming eliminates the frustrations of syntax errors which afflict novice learning traditional computer programming languages [35]. Visual programming involves dragging and dropping instruction blocks together to form a program in a graphical development environment. The advantages of visual programming are [12]:

• Students do not need to learn syntax and cannot create syntax errors.
- Students can see what blocks (instructions) are available.

- Blocks often hide complex logic or operations in a single block.

The puzzle-like interface of these environments [10, 15, 33] allows novices to avoid syntax issues (e.g., semicolon use) and thus, allows them to focus on fundamental programmatic constructs (e.g., conditions, loops, variables). There is no typing error or misremembering of the syntax involved in the “bugs.” The only possibility for an undesired outcome is the semantic error [43]. Since novices are not bullied by the compiler as they do not have to write codes following rigid syntactical rules, the programming is more meaningful and playful within Scratch [46]. This is a great relief for introductory programming and saves the learner much of the heartache traditionally forced on them by textual languages [46]. Given the large amount of software available and children-friendly programming environments such as Alice, Scratch, Greenfoot, and Kodu, teaching coding has become a more intuitive and engaging experience for young students [37] (see Image 1). In these graphical block-based programming environments, a novice programmer creates interactive applications by snapping together graphical pieces on the screen, like putting together a jigsaw puzzle. In addition, these environments are usually “low floor” and “high ceiling” and allow children to create their own complex computer programs, rich in sound and graphics [19].

On 15 May 2007, a revolutionary programming tool inspired by Logo (constructivist learning) was made available to the public. Scratch (https://scratch.mit.edu) is a free visual-based programming language environment especially developed for children and novices by the Lifelong Kindergarten Group of the MIT Media Lab. Like other visual block-based programming environments, Scratch presents a user-friendly visual language that encourages active methods, with a project-based learning and a role focused on student activity (see Image 2). Those

Image 1.
Key features of visual block-based programming environment (Adapted from [45]).
characteristics consist Scratch as one of the most popular tools used for introducing students to programming or better to CT (Evangelopoulou & Xinogalos, 2018). Scratch is designed to support children and novice learning through the process of experimenting and tinkering as it encourages learners to engage in creative learning experiences and express their ideas using code [44] enabling them to think creatively, reason systematically, and work collaboratively; all of which are essential skills required for the twenty-first century [20, 36].

Scratch can be used to program interactive stories, games, animations, music, and art [27, 31]. Those creations are called projects. A project is made up of sprites, which contain scripts, and they act on a stage [39]. The environment offers an online and an offline editor and an online community with millions of users sharing and remixing projects (Evangelopoulou & Xinogalos, 2018; [10]).

As Scratch has been developed with the aim of being very easy to use by anyone, regardless of age, background, or interests, it is being used by young people in schools, homes, and other learning environments around the world [44]. Only in August 2018, the Scratch website had almost 19 million visits with 115 million pageviews and 9 million unique followers! Also, Scratch is used at all levels of education across diverse fields, such as computer science, math, language, arts, social studies, and interdisciplinary projects (Evangelopoulou & Xinogalos, 2018; [10]).

Even though it is claimed that Scratch appeals more to younger audiences [41], some universities (like Harvard, Berkeley, and the University of California) have used Scratch as an introduction to programming [25, 43].

The next stage in the Scratch story is version 3.0. The beta version was released at https://beta.scratch.mit.edu/ on the first of August, and the official version will be available on January 2, 2019 [40] (see Image 3). Scratch 3.0 is written in HTML5. This means that with Scratch 3.0, the programmers will be able to play Scratch projects on their phone, create Scratch projects on their tablet, and control Scratch projects with their voice. There is also a version for kids for smart mobile devices, called ScratchJr (Scratch Junior) [10, 21, 22, 34, 42].
3. Description of the course

3.1 The choice of the programming language

Novice programmers who are not interested in traditional approaches to coding become motivated when coding activities are introduced as a way to tell a story, or in connection with other disciplines and interest areas, such as music and art [44]. One of the main issues in the realization of the workshop was the choice of the programming language and how much time to allocate to the programming part [1]. As it is desirable that the preservice teachers be exposed to CT, and to its related concepts so as to be able to apply them effectively in the classroom and in learning activities, we decided to adopt Scratch as the introductory programming language environment at the Department of Preschool Education in the University of Crete. The reasons behind conception and design of this project are: we supposed that preservice teachers had different programming backgrounds and/or experience, and we felt that using Scratch as an introduction could be motivating, as it provides novices in programming with a meaningful and playful learning environment to create interactive games, animated stories, and simulations.

3.2 Objectives of the course

Technology and digital tools have become ubiquitous, but they can be ineffective or distracting if they are not integrated into the learning process in meaningful ways [5]. This paper presents an innovative approach that is guided by the constructionist philosophy developed by Seymour Papert. In constructionist learning environments, new knowledge is built through the programs created by learners [45]. In those environments not only can novice programmers design, build, and program their own interactive artifacts while having fun, but they can also learn how to work in groups and develop socioemotional skills [7]. In the process, they encounter powerful ideas from the realms of math, science, technology, and engineering [7].
The course was developed to help preservice teachers introduce CS as a new subject to their students. It was also developed to demonstrate that even without a background or training in this subject, preservice kindergarten teachers have the ability to learn fundamental CS theory and concepts. It was focused on CS education in the context of developing higher-order thinking and problem-solving skills. We also wanted to encourage students to become innovative and think critically about how technology impacts their daily teaching techniques (see Image 4).

3.3 Course elements

Taking into account studies found in the literature [10, 43, 44], the course combines a little theoretical training with a strong practical component, encouraging the active participation of the trainee. Thus, the course elements are (see Image 5):

- Element 1. Scratch and applications built in Scratch. This element is divided into three parts:
  - The first one is about fundamentals and principles of CT.
  - The second part is about the Scratch environment, basic commands, control structures, and some advanced commands.
  - The third part is about the construction of projects in the form of animations, interactive stories, and educational games in Scratch. The Creative Computing Curriculum Guide (http://scratched.gse.harvard.edu/guide/) and the Scratch cards (https://scratch.mit.edu/info/cards/), a set of 12 cards which are available to download free from the Scratch website, were used as learning material, in order to help the students’ teams to explore the features of Scratch on their own learning rhythm.
Element 2. This element consists of building applications in the Scratch environment.

○ The students firstly were required to make their own version of the popular Angry Birds game. The idea was based on a similar project in the book entitled *Raspberry Pi Projects for Kids* [3]. In this game the player launches a bird through the air using a slingshot and attempts to hit all of the pigs at the other end of the level. This was a complex programming activity. In terms of the computational thinking framework, it involves the computational concepts of operators such as variables, control structures, keyboard-handling blocks, etc. The students had also to handle physics issues such as flight, gravity, and bouncing. For that reason, supplementary learning materials such as worksheets and group activity instructions were given to them. Furthermore, the educator advised the students how to manage the process of game development, working collaboratively, etc. Also, the educator offered his guidance to the students, helping them to complete their games and introducing even more complex CS concepts when needed.

○ Secondly, they were asked to create either an interactive story (based on an Aesop myth) or an educational game (trying to teach Greek language learning, math, or science). At the end of the semester, the students presented their projects. The program that each student created was also collected and analyzed to understand the outcomes of students’ computational practices and their application of computational concepts.

3.4 Method

3.4.1 Participants

During the period between September 2017 and January 2018, 15 third-year female preservice kindergarten education students enrolled in a science education course entitled “Science education in early childhood” at a Greek university for
13 weeks. The lessons were 3 hours per week. The course was offered as optional, and the students took part in the study after ethics approvals were received and all participants signed consent forms. All research participants had basic computer skills, but they had no previous experience with neither computational thinking nor the use of Scratch or any other programming environment.

3.4.2 Evaluation

In order to evaluate the course, we examined both cognitive (how effectively they learned) and affective (how enjoyable the experience was, and how motivated by it the students were) factors. Thus, in this study we collected both quantitative and qualitative data:

• The quantitative part was conducted in pretest/posttest quasi-experimental design. Moreover, to understand the learning of programming topics, we evaluated students’ projects in terms of students’ use of the elements of Scratch language as well as the project functionality and appearance. For that reason, students’ project(s) were examined by using the Dr. Scratch tool.

• The qualitative approach used a short questionnaire and semi-structured interviews. Data were recorded through field notes, made by the researchers. This approach aimed at evaluating essentially three points:
  ○ The conception about the potential of Scratch and CT activities as a learning support tool
  ○ The intention to introduce a CT curriculum
  ○ The level of satisfaction about the course

The respondents were asked to answer both to closed questions (yes/not) and open questions (“Do you think that Scratch and coding activities can be a useful support learning tool? Why?”, “Do you think about introducing some coding activities in your lessons? Why?”).

4. Results

In this section we present and analyze the course results in terms of students’ performance and satisfaction.

4.1 Performance analyses

Dr. Scratch is an online tool (http://drscratch.org/) that assesses Scratch projects with respect to seven “dimensions,” namely, logical thinking (LT), data-information representation (IR), user interactivity (IN), flow control (FC), abstraction (AB) and problem decomposition, parallelism (PA), and synchronization (SN). A project can be graded (from 0 to 3) for each dimension in one of the levels, depending on the level of sophistication achieved by the project code [25, 26]. Thus, a total evaluation ranges from 0 to 21 (7 dimensions multiplied by [0–3]). We analyzed 15 different projects. The projects gathered were scored with values ranging between 10 and 20 (see Table 1).

Similar to other studies [27], this study revealed challenges with respect to the use of concepts, such as the parallelism and synchronization. Also, very few applications made use of random numbers and logical expressions. On the contrary,
the frequently used coding concepts such as flow control and user interactivity reveal that the students in their projects make an adequate use of specific conditions and foresee users’ interaction. Except the fact that Dr. Scratch provides feedback on several aspects which are related to computational thinking, the software categorizes the project developer skills in three different categories/levels: Basic, Developing, and Master. The 15% of the developed apps were “Basic,” and 85% were “Developing.” There were no projects on the “Master” level. Image 6 shows an example of how Dr. Scratch categorizes developer skills. The screenshots of the graphical user interface, code parts, and Dr. Scratch scores of five randomly selected projects are displayed in the Appendix.

4.2 Students’ self-efficacy analyses

To evaluate students’ self-efficacy in utilizing programming and computational thinking within their future teaching endeavors, we adapted the Teachers’ Self-Efficacy in Computational Thinking (TSECT) [4]. We used the first seven of the nine TSECT items (see Table 2). All items use a five-point Likert scale with options of strongly agree, agree, neither agree nor disagree, disagree, and strongly disagree. TSECT was given as a pre- and posttest before and after the intervention. Questionnaire analysis was performed with SPSS 23.
A t-test of the pre and post-survey TSECT scale revealed a statistically significant increase in TSECT from pre ($M = 12.03, SD = 4.39$) to post ($M = 18.14, SD = 3.59$), $t(14) = 3.98, p < .0001$. From the students’ answers, we can conclude that after the intervention, they feel themselves confident enough to create projects and they plan to incorporate programming as an instructional tool in their future classrooms. Furthermore, after completion of the course, the researchers conducted a focus group interview with a structured interview form. All the students noted that the added cognitive effort was worthwhile and decided to bring coding activities into the early childhood classroom. The students noted that they experienced a significant shift in mindset during the course. Before the course started, all students identified the lack of CT knowledge and skills as a major challenge. After the course, all of them could successfully define key CT concepts. They expressed a high degree of confidence that they taught the CT lessons effectively contributed to their learning. Moreover, all students noted that they made major leaps in correcting their misconceptions about what CT is and understanding fundamental CT concepts. After the focus group interview, the researchers noted that the majority of the students could explain what CT is and describe the main concepts covered during the course. It is also worth to mention that all students indicated that they would like to continue CT training in the following academic year, if that was possible. They also mentioned that they would recommend the course to other students.

### 4.3 Limitations

In this chapter, we studied how a course helped preservice teachers to learn and introduce CT concepts into their daily teaching practices as a new subject to their students. The programming and teaching behaviors that emerged still need to be validated through further studies. Furthermore, since the data was collected from female students from one university department, the findings should be applied to subjects from other disciplines with caution. Moreover, it may be useful to employ a mixed method approach that incorporates long-term practical research methods for a deeper investigation of factors affecting attitudes and intentions toward using Scratch in respect to the students’ gender.

### 5. Discussion and conclusion

Discussions about the appropriateness of technology in early childhood are mostly put aside, and the pressing question is not “Should we introduce
computers?” but “How should we introduce them?” ([11] as cited in [7]). If coding is conceived as a skill that must begin to be taught early in life [8], and new curricula worldwide in preschool and primary education is covering computational thinking, digital technologies and related areas are being introduced, many preservice teachers are having to undergo professional development to be able to deliver the new material [13]. There are a number of obstacles to bringing coding into the classroom. Even putting obstacles such as the cost to training, teachers have a tendency to teach the way they were taught, and systemwide reform is difficult to implement. To properly bring hands-on learning (or coding, robotics) into the classroom, the classroom must change from a teacher lecturing to a teacher being a mentor [7].

In this paper we described a course that we have developed at the Department of Preschool Education at the University of Crete in an attempt to help preservice teachers to learn CT concepts and programming. Owing to the fact that preservice teachers find it difficult to master the syntax of programming languages in general [23], we believe that the choice of visual programming language is an important factor in learning programming [18]. In this course we chose Scratch as the main programming environment to create an area for preservice teachers for their innovative ideas and a platform to cultivate preservice teachers’ computational thinking.

The results, like other studies, show that by enhancing the course curriculum with Scratch and development projects in the Scratch environment, students’ performance on CT improved significantly. Similar to Kim et al. [23] research results, we also agree that “Scratch helped pre-service teachers focus on what they could do with programming languages (p. 971).” Scratch helped preservice teachers to overcome their programming difficulties (e.g., syntax) and to focus on core aspects of computational thinking [23].

As it is widely known, changes in learning and teaching practice in class can precede changes in teachers’ attitudes and beliefs. Thus, the changes in attitude noted in this study suggest that the preservice teachers believe that Scratch would be a useful tool to do their job and using Scratch would enable them to use technology more effectively [4]. Similar to the study of Arpaci [2], preservice teachers think that using Scratch would increase their productivity, enhance their effectiveness, improve their job performance, and ease their job. Another important thing to consider is that students with no prior programming experience noted that Scratch had assisted them in learning programming.

Based on the success of course, we made the following conclusions:

• We believe that training preservice kindergarten teachers to coding is the best strategy to ensure that all in-service kindergarten teachers will have a technological literacy and computational thinking skills. By introducing coding in university, students will have enough time and exposure to acquire solid computational thinking before they teach in kindergarten.

• The majority of preservice teachers are willing to invest time and effort in training related to CT skills. They recognize that they need to have a technological literacy and computational thinking skills to be prepared for the future.

• There are CT education resources such as lessons and teaching materials available online which are suitable for the novice programmers. Those lessons and teaching resources can be implemented as curriculum which reflects a scaffolding approach.
In future work, it would be an idea to plan out a more open-ended set of challenges, which would allow students to use most advanced CT concepts. Also, it would be a good idea to integrate in the course smart robots such as Bee-Bot and Kibo or Internet-connected smart toys such as Sphero. Also, as a new version of Scratch, Scratch 3.0 is on the way and it would be a good idea to integrate in a new course the use of smart mobile devices such as tablets as a part of new students’ experience.
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A. Appendix

Example of the user interface, code, and Dr. Scratch scores in two randomly selected students’ projects.

A.1 Project 1. Learn Greek alphabet

A. User interface
B. Code example

C. Dr. Scratch score

A.2 Project 2. The Fox and the Crow: An Aesop’s Fable

A. User interface
B. Code example

C. Dr. Scratch score
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